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Abstract

Almost every modern device or artifact can now send
and/or receive information and data. This hyper connected
modern era is commonly denominated Internet of Things
(IoT). Software Engineering tools and techniques must be
adapted to manage the new challenges and requirements
that the emergent paradigm of IoT imposes, especially
regarding to communications, interactions and protocols
between those artifacts. In this work we focus on a very
well known formal technique called Controller Synthesis,
which features interesting characteristics to formally
verify lot systems. In particular, we specified and
synthesized the behavior of a key protocol for IoT, the
MQQT protocol, employing the FVS formal verification
framework.

Keywords: IoT, Formal Verification, Synthesis.

1. Introduction

The amazing growth of the so called Internet of Things
(Iot) initiated a challenging revolution in the Software
Engineering Community. Almost every device can now be
integrated and controlled by a software system by adding
sensors to it that capture and communicate information
from the device to a centralized system. These new kind of
integrated and reactive systems represent the leading role
of emerging and cutting edge technologies such as
Industry 4.0 [1] or Machine to Machine (M2M)
interactions [2].

In these systems communications and interactions
between artifacts play a crucial role. Therefore, analyzing,
reasoning and verifying the protocols used to
communicate artifacts are key activities [3-8]. Two of the
most used protocols for the IoT systems are the Message
Queue Telemetry Transport (MQTT') and the Constrained
Application Protocol (CoAP).

MQQT protocol is based on the classical architectural
pattern Publish/Subscribe whereas CoAp is based on a

" http://docs.oasis-open.org/mqtt/mqtt/v5.0/
2 https://coap.technology/

client/server fashion and is specially used in domains like
such as smart energy and building automation [3, 4]. In the
publish/subscribe architecture processes that produces the
information or data publish in an intermediate buffer
which in turn, passes the information to other processes
interested in it. Processes interested in receiving the
information must previously subscribe to the intermediate
buffer.

A plethora of approaches aim to formally prove the
correctness and soundness of IoT protocols [3-8, 21-23,
26]. In few words, these approaches apply tools such as
modern model checkers to verify the expected behavior of
the protocols. Several formalisms like probabilistic
automata [24], temporal logics, Temporal Logics of
Actions [16] or process algebra are employed [25].

However, to our best knowledge, a very well known
formal verification technique called Controller Synthesis
[9-10] has not been widely applied in this domain.

Controller synthesis offers attractive features to be
considered in the IoT domain. First of all, it is heavily
oriented to event-based systems. Secondly, it takes into
consideration not only the system but also the environment
where the system lives. This is called Open Systems [11],
and actions are divided into controllable (those governed
by the system) and uncontrollable (those governed by the
environment).

When applying synthesizing algorithms the system is
built in a way such its behavior fulfills the specification by
construction. This is achieved by employing game theory
concepts: a game between the systems versus the
environment. A controller (of the system) is built for the
specified behavior if a winning strategy is found, an
strategy that leads the system to a winning state no matter
what move the environment choose. If a controller is
found, there it is guaranteed that it fulfills the
specification. Otherwise, conditions and behavior should
be revisited in order to try a new version. Usually, the
controller takes the form of an automaton that decides
which action to take considering the inputs gathered by the
system’s sensors.

In domains such as IoT Protocols where multiple
factors arise such as hardware failures and/or,
environment’s unstable conditions, the possibility to
build automatically the system with the strong
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guarantee that it fulfills the specification it is worth to
be explored.

Given this context in this work we explore a powerful
and expressive behavior and synthesis framework called
Feather Weight Visual Scenarios (FVS) [12] in the IoT
domain.

FVS is a graphical specification language based on
events, and features an expressive and simple notation. In
FVS behavior can be denoted by both linear and branching
properties, and is more expressive than classical temporal
logics such as Linear Temporal Logic (LTL) [12]. FVS
graphical scenarios can be translated into Biichi automata,
enabling the possibility of interacting with model checker
and synthesis tools like GOAL [16] or LTSA [19].

In particular, we specified the behavior of the
MQQT protocol and we automatically obtain a
controller using known external tools.

The rest of this work is structured as follows. Section2
briefly presents the FVS framework. Section 3 shows FVS
in action by specifying the behavior of the MTTQ protocol
and detailing how a controller for the system is built.
Section 4 and 5 present related and future work while
Section 6 concludes the paper by presenting some final
observations.

2. FVS: Feather Weight Visual Scenarios.

In this section we will informally describe the standing
features of Branching FVS, a simple branching extension
of the FVS language [12]. The reader is referred [12] for a
formal characterization of the language. FVS is a graphical
language based on scenarios. Scenarios are partial order of
events, consisting of points, which are labeled with a logic
formula expressing the possible events occurring at that
point, and arrows connecting them. An arrow between two
points indicates precedence of the source with respect to
the destination: for instance, in Figure 1-a A-event
precedes B-event.

We use an abbreviation for a frequent sub-pattern: a
certain point represents the next occurrence of an event
after another. The abbreviation is a second (open) arrow
near the destination point. For example, in Figure 1-b the
scenario captures the very next B-event following an A-
event, and not any other B-event. Conversely, to represent
the previous occurrence of a (source) event, there is a
symmetrical notation: an open arrow near the source
extreme. For example, in Figure 1-c the scenario captures
the immediate previous occurrence of a B-event from the
occurrence of the A-event, and not any other B-event.
Events labeling an arrow are interpreted as forbidden
events between both points. In Figure 1-d A-event
precedes B-event such that C-event does not occur
between them. FVS features aliasing between points.
Scenario in 1-e indicates that a point labeled with A is also
labeled with A A B. It is worth noticing that A-event is

repeated on the labeling of the second point just because of
FVS formal syntaxes [12].

Finally, two special points are introduced as delimiters
to denote the beginning and the end of an execution. These
are shown in Figure 1-f.

4 B
4 2 4 I N
L ] [ ] [ > @ L] L]
() Precedence (0) Next (c) Previous (d) Forbidden Behavior
- Aiam B, . Beginning of execution
S (®)  Ending of Execution
(e) Aliasing (1 Delimiters

Figure 1. Basic Elements in FVS.

2.1 FVS rules

We now introduce the concept of FVS rules, a core
concept in the language. Roughly speaking, a rule is
divided into two parts: a scenario playing the role of an
antecedent and at least one scenario playing the role of a
consequent. The intuition is that if at least one time the
trace “matches" a given antecedent scenario, then it must
also match at least one of the consequents. In other words,
rules take the form of an implication: an antecedent
scenario and one or more consequent scenarios.

Graphically, the antecedent is shown in black, and
consequents in grey. Since a rule can feature more than
one consequent, elements which do not belong to the
antecedent scenario are numbered to identify the
consequent they belong to.

Two examples are shown in Figure 2 modeling the
behavior of a client-server system. The rule in the top of
Figure 2 establishes that every request received by a server
must be answered, either accepting the request
(consequent 1) or denying it (consequent 2). The rule at
the bottom of Figure 2 dictates that every granted request
must be logged due to auditing requirements.

Request-Granted
1

Request-Received

1

Request-Denied
2

2

Request-Granted

Request-Logged
P 1

1

Figure 2. FVS rules.
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2.2 Synthesizing Behavior in FVS

FVS specifications can be used to automatically obtain
a controller employing a classical behavioral synthesis
procedure. We now briefly explain how this is achieved
while the complete description is available in [27-28].

Using the tableau algorithm detailed in [12] FVS
scenarios are translated into Biichi automata. Then, if the
obtained automata is deterministic, then we obtain a
controller using a technique [13] based on the specification
patterns [14] and the GR(1) subset of LTL. If the
automaton is non deterministic, we can obtain a controller
anyway. Employing an advanced tool for manipulating
diverse kinds of automata named GOAL [16] we translate
these automata into Deterministic Rabin automata. Since
synthesis algorithms are also incorporated into the GOAL
tool using Rabin automata as input, a controller can be
obtained.

Although this gain in expressiveness come with an cost
in terms of performance due to the size of the involved
automata we believe its crucial being able to express all
type of behavioral properties.

3. A controller for the MQTT protocol

In this section we showed how a controller system for
the MQTT protocol is obtained using the FVS framework.
We first specified through FVS rules the behavior of the
protocol and then a controller is found applying the tools
described in Section 2.2

Message Queue Telemetry Transport (MQTT) can be
seen as an open-source Machine-to-Machine (M2M)
protocol. Communications and interactions between the
involved parts (clients and servers/brokers) are carried out
employing a classical publish/subscribe architectural
pattern. This pattern allows decoupling those processes
that generates the information from those processes that
receives the information.

The behavior of the protocol is codified employing
control packages and three different flavors for Quality of
Services are available [4]. In the first one (QoS0), called
“at most once” packages can be lost; in the second one
(QoS1, called “at least one”) there is a guarantee that
packages will always arrive but package duplication can
occur and finally in QoS2 packages will always arrive
without duplication. The desired QoS will depend on the
environments conditions where the protocol will be
deployed. For example, in most rustic conditions QoS0
can be used and in most critical scenarios where is no
place to lose or duplicate packages QoS2 should be
employed. When an MQTT connection is made, all the
processes will first decide the QoS chosen as a part of the
connection setting.

We specified the MQQT behavior in two categories.
Rules for managing control packages and rules for the
QoS level. In what follows we illustrate some rules in both
categories. Rules in Figure 3 deals with the CONNECT

package. This packet must be the first one received by the
server after the establishment of a network. Additionally,
this packet must not be received more than once time. If
that happens, a violation of the protocols occurs and the
client is disconnected. We use the OtherMessage event as
a syntactic short-cut to indicate the occurrence of any other
event except CONNECT.

network connect
° not OtherMessage 1

connect connect violation and disconnect

not disconnect

o———»0
Figure 3. Rules for the CONNECT package.

Figure 4 deals with the acknowledge of the connection
package: CONNACK. Either a connection is established
or a timeout occurs and the network is closed.

connect connack
1
L4 1
timeout closeNetwork
2 2

2 2

Figure 4. Rules for the CONNACK package.

Similarly, Figure 5 addresses the acknowledge of the
PUBLISH package. The PUBACK is the expected
response to a PUBLISH package, and after a PUBLISH
package the desired QoS is settled.

publish puback publish

puback and qgosO
Y 1 Y 1 1

puback and gosl
2

>

pubback and qgos2
v 3

Figure 5. Rules handling the PUBLISH interaction.

In Figure 6 some rules describing typical reply
packages are shown. PUBREC is the response to a
PUBLISH packet with QoS2, PUBREL is the response to
a PUBREC packet, PUBCOMP is the response to a
PUBREL packet and finally, PINGRESP is the response to
a PINGREQ packet. Also a rule requiring that no
messages can be sent after disconnection is also shown in
Figure 6.
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uback and qos2 ubrec o y
P q P h pubrec pubrel
[ J ! PY | 1
pubrel pubcomp
° U
pingreq pingresp disconnect
° L, e

not OtherMessage @

Figure 6. Rules for typical response packages.

The last rules shown in this paper for the package
category handles subscriptions to the publish/subscribe
buffer (see Figure 7). SUBACK and UNSUBACK
packages stand for the acknowledges of the subscription
and unsubscribe actions. Also, the level of QoS is defined
after a subscription is made.

subscribe qos0 or qos1 or qos2
1
® I
subscribe suback unsubscribe unsuback
1 1
o o

1 1

Figure 7. Rules for Subscribing and Unsubscribing.

Finally, FVS rules for managing the desired QoS are
exhibited in Figure 8.

publish
\ 1
qos0 packageSent
° >> @ lost
5 2
qosl packageSent pubback
1
o———©0 !
2 packageSent bback
qosz P & not packageSent plu (110

e—>©
Figure 8. Rules for defining the expected QoS

Some additional rules shaping interactions of the
artifacts must also be added. Three examples are shown in
Figure 9.

network publish
1 1
o
subscribe unsubscribe
1 1
o
connect connack
1 1
o

Figure 9. A few extra rules

The rules in Figure 9 say that artifacts cannot publish
without establishing a connection (represented by the
network event), that artifacts can only unsubscribe if they
were subscribed first, and that a CONNACK package con
only occur if a CONNECT package occurred previously.

3.1 Obtaining a MQQT controller

With all the rules describing the behavior of the MQTT
protocol we obtain a controller using the GOAL tool[16].
Since a controller could be found, then it is guaranteed by
construction that it fulfills the specification. Figure 10
shows part the of controller’s automaton for the
server/broker side.

Figure 10. Part of MQQT Server Controller.
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Similarly, Figure 11 exhibits part of the behavior of the
controller for an MQTT client.

Figure 11. Part of MQQT Client controller.

4. Related Work

Work in [3] presents an appealing survey on formal
verification and validation techniques for IoT systems. The
techniques are divided into different categories according
to the analysis they perform: those analyzing models,
those analyzing code, those combining models and code
and finally, those performing testing on the systems. In
addition to the MQQT protocol, the CoAp protocol is also
studied.

Several approaches like [21-23] formally verify IoT
protocols focusing on security aspects.

Work in [4] applies model checking techniques to
verify the behavior of the MQQT protocol. Two different
paths are taken. The first one employs semi-formal models
based on UML whereas the second one is based on
probabilistic automata.

Research in [5] also formally verified the MQTT
protocol using model checkers. Two formalisms are
employed: Temporal Logics of Actions [16] and PlusCal
[17]. Other interesting works employing model checking
are [6-8, 20, 26]. In particular, verification in [26] is
achieved through the use of coloured Petri Nets—based
models, and a captivating incremental application of
model checking levels.

We share with all these approaches the intention to
formally verify IoT protocols. However, they are not
aimed to automatically obtain a controller like our work.

We took into consideration behavior synthesis besides
behavioral verification.

Work in [18] also considers synthesis in the IoT
Domain. It proposes a novel technique to obtain an
intermediary called Mediator between all the artifacts in
the system to decouple communications and interactions.
They are focused in the middleware layer and it is
intended for the codification phase. It is based on the Data
eXchange (DeX) formalism.

On the contrary, our work proposes a more general
scheme, not only for code and not exclusively for
middleware. It would be interesting to compare FVS
expressive power against DeX to see the power of a
potential combination between both approaches.

5. Future Work

Regarding future work we would like to extend our
research in several directions.

For one side, we would like to take one step further the
controller synthesis approach by employing code
generators tools like [13]. This would imply obtaining not
only an automaton but also an actual working
implementation obtained directly from the specifications.

For the other side, we would like to compare FVS
against other approaches like the ones mentioned in
Section 4 considering execution time, expressive power
and space. This latter aspect could be compared analyzing
the size of the automata.

Finally, we would like to extend our empirical
validation by adding more case of studies. Our short-term
objective is to formally synthesize the behavior of the
CoAP protocol.

6. Conclusions

Protocols shape the way different artifacts
communicate and interact. They establish how and when
information and data must be sent, and by whom. In
domains like IoT, where unstable conditions of the
environment are usual, verifying that the protocol respect
and satisfy its specification is a crucial activity. This is a
fertile ground to apply Behavioral Synthesis tools, since
the system is built automatically in such a way that the
specification is fulfilled by construction.

In this work we introduce the FVS framework as a
powerful tool to denote, specify, verify and synthesize
behavior in the IoT domain.

In particular, we specified the complete behavior of
one of the most used protocols in the IoT world: the
MQQT protocol. Additionally, a controller for the system
was automatically obtained.
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